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Abstract

Teaching MDE is challenging, not least because the tools developed
by the community can be difficult to install and configure as well as
complex to master and use. To reduce the complexity for learners of
MDE, enabling them to focus on the core MDE concepts, we present
the MDENET Education Platform — an online, playground-based
platform for learning MDE without the need for tool installation.
Teachers declaratively describe learning activities, carefully con-
trolling the complexity of the user interface learners are exposed to.
We give an overview of the platform and highlight some current
applications. The demonstration will show the use of the platform
from the perspective of learners and teachers.
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1 Introduction

Model-Driven Engineering (MDE) [2] is a paradigm where models
play a central role in the development of a software system. In terms
of education, there is a consensus that MDE is a complex subject to
teach [6, 15]. A particular challenge comes from the complexity and
availability of suitable tools [3, 4, 6]. We focus on two challenges:

(1) MDE tools are difficult to install and configure correctly. Most
MDE tools depend on a rich ecosystem of other tools and
frameworks, all of which need to come together in the right
versions and configurations for a given tool to work. As a
result, learners of MDE first have to overcome a signif-
icant hurdle in getting to a workable MDE tool instal-
lation on their computer before they can even begin
to learn MDE concepts and techniques.

(2) MDE tools are too powerful for learners. Even when a learner
has successfully installed the MDE tools required for a par-
ticular course, they can easily become overwhelmed by the
complexity of the tools themselves [22, 23]. As a result,
learners of MDE have to first learn which function-
alities are relevant before they can focus on learning
MDE concepts and techniques.

These challenges create accidental complexity for learners of
MDE. We want learners to encounter difficulties, but these should
be desirable difficulties [1] that enhance their learning, such as
guided practical engagement with the relevant concepts. Ideally,
learners would be able to focus on the MDE concepts and techniques
they are trying to understand, rather than first having to overcome
several accidental challenges. We argue, therefore, that there is a
need for MDE tools specifically for the purpose of learning MDE.

To address these challenges, we present an online playground
environment for MDE learning activities—the MDENET Education
Platform (EP in the rest of the paper). The web-based nature of the
playground means there is no need to install anything beyond a
basic web browser. The playground metaphor means that learners
will only be exposed to a minimal interface focused on the files and
functions required for a given learning activity. We provide a declar-
ative language for flexibly defining learning activities. Learning
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activities are packaged as GitHub repositories, enabling teacher—
teacher collaboration as well as providing students with the ability
to undertake the activities directly in standard IDEs if desired.

The remainder of the paper is structured as follows: We briefly
recap related work in Sect. 2. Section 3 gives an overview of the
EP, followed by a brief description of some recent applications in
Sect. 4. Finally, we conclude the paper in Sect. 5.

2 Related work

Following a workshop at MODELS’23, an expert voice paper in
SoSyM [15] recently catalogued requirements for teaching tools for
modelling. Ease of installation, configuration, and use, as well as
the teacher’s ability to constrain what students can do are part of
the requirements discussed.

No other generic playground solution for MDE exists, but there
are playgrounds for specific tools. For example, the Epsilon Play-
ground [16] enables web-based use of the various tools and lan-
guages in Epsilon [17]. It uses Functions-as-a-Service (FaaS) for its
back-end functions allowing on-demand scalability and minimal
running costs when the platform is not being used. Langium [25]
also provides a bespoke playground service for basic language-
workbench functionalities. A web-based platform for the Monti-
Core language workbench [19] based on JupyterLab [5] has been
used for teaching the tutorials of a conference and lectures on the
use and engineering of Domain Specific Languages (DSL).

In addition to the increasing number of playgrounds, there are
web-based versions of IDEs such as Eclipse [9, 10] and Visual Studio
Code [24]. Some code repositories use such online IDEs to provide
direct access to repositories, including in educational settings. For
example, GitHub Classroom offers access to Codespace IDEs (based
on VSCode) for students undertaking activities provided through
GitHub repositories [13].

Online MDE platforms have seen increasing interest recently—
examples include AToMPM [26], Freon [27], and Gentleman [20]—
though note that these tools have not been developed specifically for
educational purposes. Umple [21], is an online modelling platform,
focused on UML-style models and code generation from them. It
is education-focused, but only provides support for a fixed set of
modelling languages and tools.

3 Platform description

The EP builds on the Epsilon Playground [16] but generalises the ar-
chitecture to allow the declarative description of learning activities
and the flexible integration of a wide range of MDE tools. The EP
also integrates with GitHub to provide a way for students to save
their work and easily transition to the use of real-world MDE tools
and environments. In this section, we give an overview of the key
components of the EP. The EP is available on GitHub?, including a
video demonstrating an example activity. A publicly hosted version
is also available at ep.mde-network.org.

The EP is a single-page web application, with most of the func-
tionality running directly in the learner’s browser. Figure 1 gives a
high-level overview of the key components. A platform server
provides the HTML and JavaScript to be executed in the learner’s
browser. It also runs the Token Server [7], which manages GitHub
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Figure 1: High-level architecture of the EP.
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OAuth authentication for access to the repository underlying a
learning activity. This means learners can easily save the current
state of work as a commit to the underlying repository; the EP
supports this directly through a “Save” button in the menu.

Three key components run in the learner’s browser:

(1) The MDENet Education Platform is the main entry point.

(2) The Activity Manager is responsible for parsing and val-
idating activity descriptions, enabling the EP to configure
the appropriate user interface.

(3) The Tool Manager keeps track of the tool services in use
by the current learning activity. These implement wrappers
around MDE tools to make them accessible to the EP. They
are implemented (and typically hosted) by tool providers.

Learning activities. Learning activities are stored in GitHub repos-
itories. Two types of files have to be provided:

(1) A YAML [8] or JSON [11] file declaratively describing the
configuration of the EP for the learning activity.

(2) Any other files required for the learning activity—for exam-
ple, models, language grammars, meta-models, etc.

Teachers can include arbitrary files and folder structures beyond
the files directly required for the learning activity. Setting up the
repository to work directly with regular tools makes it possible for
learners to engage through the EP as well as through a regular IDE.

To describe the set of learning activities available, a teacher uses a
domain-specific language, currently encoded as a JSON schema [14]
(and, thus, also accessible via YAML [8]). We provide a graphical
overview of the abstract syntax of the activity-specification lan-
guage in meta-model notation in Fig. 22.

These descriptions include:

(1) A reference to the tools used by the learning activity. These
are referenced through their URL, where tool providers make
available a hosted wrapper around their tool.

(2) A definition of the panels that learners should be able to
interact with and the files providing the contents for these
panels. Panels can be of a range of different types as provided
by the different tools used in the activity. They can contain
text or graphics, depending on need.

This is an approximation of the JSON schema adjusted for readability as a meta-model.
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Figure 2: Meta-model of the activity-specification language

(3) A layout definition, identifying the panels to show on the
screen and their relative locations.

(4) Action definitions defining what happens in response to
learners clicking on buttons in the user interface.

Figure 3 shows an example of the interface that learners see when
completing an activity. Here, we reuse an example from the Epsilon
Playground [16] focusing on the validation language EVL [18],
which we have ported to the EP.3 In addition to a menu area (€))
on the left, there are five panels: The contents of panel @) are the
constraints to check against the model @) and its metamodel @.
Panel @ displays the result of evaluating the constraints for the
model. The evaluation is triggered when the learner clicks the run
button @ in Panel @). The console @ shows error messages if the
EVL script cannot be parsed correctly.

Listing 1 shows the declarative definition of the learning activity
in Fig. 3. After some preliminaries in Lines 2-4, the activity declares
(Lines 6-7) that it will use the Epsilon tools. Lines 9-27 define
the different panels that will be available to the learner, making
reference to the different files that should be shown in those panels,
where appropriate. Lines 29-32 describe which panels are visible
and how to arrange them on the screen. Finally, Lines 34-43 define
what happens when the learner clicks on the run button @ in
Panel @. This implicitly makes use of a web-API function provided
by the Epsilon tool service and linked to the run button by the tool
specification provided by the Epsilon tool service.

Language development activities. A key MDE aspect is developing
new, typically domain-specific, modelling languages. Therefore, the

3This primarily required creating declarative specifications of the activities and the
Epsilon tools in the format required by the EP.

EP needs to be able to support learning activities on that topic. Such
activities take two steps:

(1) Learners create a description of their modelling language
(via a combination of a meta-model, a grammar, a graphical-
syntax model, a generator template, validity constraints).

(2) Learners use the language they have defined. They can see
how their language description has been translated into
editors and other tools for their language.

To support such activities, the EP allows activities to be coupled
dynamically within an activity-configuration file. Teachers define
language-workbench activities consisting of

(1) an activity for learners to provide descriptions of their new
language. A button in this activity triggers the generation of
anew tool service encapsulating the learner’s new language.

(2) a separate activity configured to use the tool service dynam-
ically generated from the learner’s language description.

Listing 2 shows an excerpt from an activity where learners create
languages with Xtext [12]. Students write a grammar and then try
out the generated editor. There are two activities:

(1) activity-xtext defines a panel where the learner can cre-
ate the grammar. This panel uses the xtext-grammar panel
type provided by the Xtext tool service, which includes a
button to trigger the generation of Xtext artefacts from the
grammar. In addition to the usual panel attributes, panel-xtext
uses two attributes editorActivity and editorPanel. These
refer to the second activity activity-editor and a panel
in that activity (panel-editor).

(2) activity-editor is the activity learners use to try out their
new language. Because the activity is referenced from a
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Figure 3: The Epsilon EVL example in the EP. Numbered circles indicate different parts referenced from the text.

panel in the first activity, the EP only makes activity-e-
ditor available through the menu if the generation action
in the first activity has been used by the learner and has
produced an editor. The generation action returns the URL of
the newly generated tool service, which is made available to
the learning activity via the {{ID-panel-editor}} variable,
used to load the generated tool in the second activity.

MBDE tools. Tool services provide the functionality that the in-
stalled tools on a developer’s local machine environment would
normally provide—for example, model-to-model transformation,
text generation, or model validation. They make up the back-end of
the EP, providing a wrapper around an existing MDE tool. A tool
service comprises a (set of) tool function(s) and static resources.

The tool function provides a web-based API endpoint that con-
forms to the tool interface specification. The static resources a tool
provider must create include: a tool configuration file, highlighting
rules, and icons. Tools are provided independently of learning activ-
ities. They may be hosted on the same infrastructure as the EP, but
they may also be hosted on separate infrastructure—for example,
controlled by the tool provider. Teachers reference tools by their
URL to use them in an activity they are creating.

4 Applications

We have successfully used the EP in several teaching contexts:

(1) As part of a tutorial on MDE DevOps. This live tutorial used
GitHub Classroom and the EP to deliver a series of MDE
activities. These used the Epsilon toolkit and GitHub Actions
to demonstrate the use of MDE to drive DevOps pipelines.

(2) As part of a university course on MDE and language engineer-
ing with Xtext. We provided the EP as an optional alternative
to using Eclipse in a 10-week university course. Activities
included all stages of language development, as well as com-
binations of Xtext and ETL, enabling learners to build model
transformations on top of their own DSML.

(3) To develop an online playground for YAMTL. This online play-
ground? uses the EP to provide several activities to help
explore the capabilities of YAMTL in a practical setting.

5 Conclusions

We have presented the MDENET Education Platform, an online
platform for teaching MDE based on the playground metaphor. The
platform allows teachers to declaratively describe learning activities
and deliver them to learners via a GitHub repository. Learners can
do the activities without the need to install any software. They
are guided through the activity via a carefully restricted interface
providing only the functionality needed for the current activity.
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A Outline of planned demonstration

The demonstration will present the EP from the perspective of a
learner and a teacher.

We will begin with the learner perspective, walking through a
learning activity where learners:

(1) Define a simple Xtext grammar;

(2) Generate the language infrastructure;

(3) Experiment with the resulting infrastructure; and

(4) Write a simple ETL transformation to transform models in

their language into optimised models in their language.

Figures 4 and 5 show screenshots of the two stages of this part

of the demonstration, respectively. Demonstration participants will

Steffen Zschaler, Will Barnett, Artur Boronat, Antonio Garcia-Dominguez, and Dimitris Kolovos

be able to explore the activities themselves via a link to a GitHub
Classroom repository.

In the second stage of the demonstration, we will show how
the above activity would be defined by a teacher. We will do this,
by walking participants through the repository that has been set
up for the activity; in particular the declarative description of the
learning activity. A video of a 90-minute step-by-step tutorial on
how to create learning activities can be found online®. Rather than
such a step-by-step tutorial, we will show and explain the relevant
parts of the activity definition, to ensure we stay within the time
available for a tool demonstration.

Shttps://www.youtube.com/watch?v=qqJI50qJqjs


https://www.youtube.com/watch?v=qqJI5OqJqjs
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Figure 5: Xtext activity: combining a learner-defined Xtext editor with an ETL transformation
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